**Second Iteration**

**Car Diagnostics Chatbot using BERT - Code Documentation**

|  |
| --- |
| **TensorFlow and Transformers Import:** |
| import tensorflow as tf import tensorflow\_hub as hub from transformers import BertTokenizer from transformers import TFBertForQuestionAnswering import numpy as np |
| This imports TensorFlow and TensorFlow Hub for deep learning functionalities, as well as necessary modules from the transformers library for using BERT models. |
|  |
| **Load Pre-trained BERT Model and Tokenizer:** |
| # Load pre-trained BERT model for question answering model = TFBertForQuestionAnswering.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad')  # Load tokenizer tokenizer = BertTokenizer.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad') |
| This loads a pre-trained BERT model fine-tuned for question answering and its corresponding tokenizer. |
|  |
| **Predefined Question-Answer Pairs:** |
| # Dictionary containing predefined questions and answers qa\_pairs = {  "What should I do if my check engine light is on?": "If your check engine light is on, it could indicate a variety of issues. It's best to have your vehicle diagnosed by a professional mechanic to determine the specific problem.",  "How often should I change my oil?": "The frequency of oil changes depends on your vehicle's make, model, and driving conditions. Typically, it's recommended to change your oil every 5,000 to 7,500 miles, but refer to your owner's manual for specific guidelines.",  "What does it mean if my car is making a strange noise?": "Strange noises could indicate various problems with your vehicle, such as worn-out brakes, a faulty belt, or a problem with the transmission. It's important to have these noises inspected by a mechanic as soon as possible.",  "How can I improve my car's fuel efficiency?": "To improve fuel efficiency, you can ensure proper tire inflation, regular maintenance, avoid aggressive driving, and reduce unnecessary weight in your vehicle.",  "What should I do if my car is overheating?": "If your car is overheating, pull over to a safe location immediately and turn off the engine. Allow the engine to cool down before attempting to open the hood. Check the coolant level and radiator hoses for any leaks or damage. If you're unable to resolve the issue, seek assistance from a professional mechanic." } |
| This dictionary contains predefined questions as keys and their corresponding answers as values. |
|  |
| **Function for Question Answering:** |
| # Function to perform question answering def answer\_question(question, context):  if question in qa\_pairs:  return qa\_pairs[question]  else:  # Tokenize inputs  input\_ids = tokenizer.encode(question, context)  token\_type\_ids = [0 if i <= input\_ids.index(102) else 1 for i in range(len(input\_ids))]  input\_ids = np.array([input\_ids])  token\_type\_ids = np.array([token\_type\_ids])   # Get model prediction  start\_scores, end\_scores = model.predict([input\_ids, token\_type\_ids])   # Find the tokens with the highest start and end scores  answer\_start = np.argmax(start\_scores)  answer\_end = np.argmax(end\_scores)   # Get the answer span  answer = tokenizer.convert\_tokens\_to\_string(tokenizer.convert\_ids\_to\_tokens(input\_ids[0][answer\_start:answer\_end+1]))   return answer |
| This function takes a question and context as input and returns an answer. If the question is predefined, it returns the answer from qa\_pairs, otherwise, it uses the BERT model to predict the answer. |
|  |
| **Conversation Loop:** |
| # Example conversation loop while True:  question = input("Customer: ")  if question.lower() in ['exit', 'quit', 'bye']:  print("Chatbot: Goodbye!")  break  context = "Car diagnostics context here..." # Provide relevant car diagnostics information here  answer = answer\_question(question, context) |
| This sets up a loop where the user can input questions. The loop continues until the user inputs 'exit', 'quit', or 'bye'. |
|  |
| **Handling User Input:**  If the user inputs 'exit', 'quit', or 'bye', the loop exits and the program ends.  Otherwise, it retrieves the context (which is assumed to be related to car diagnostics) and calls answer\_question() to get the response.  **Output the Answer:** |
| print("Chatbot:", answer) |

**Bug #1**

code currently only checks if the question is exactly the same as the predefined questions in the qa\_pairs dictionary. Since the question "My check engine light is on, what should I do?" is not exactly the same as any of the predefined questions, the code falls back to using BERT for question answering, which might not provide a satisfactory answer for this specific question.

**Fix #1**

dictionary, allowing for some flexibility in matching. One way to achieve this is by using a similarity measure

|  |
| --- |
| **Import SequenceMatcher from difflib module:** |
| from difflib import SequenceMatcher |
| This import statement brings in the SequenceMatcher class from the difflib module, which will be used to calculate the similarity between two strings. |
|  |
| **Add similarity function:** |
| def similarity(a, b):  return SequenceMatcher(None, a, b).ratio() |
| This function takes two strings a and b as input and calculates the similarity between them using SequenceMatcher. It returns a similarity score between 0 and 1, where 1 indicates exact similarity. |
|  |
| **Modify answer\_question function:** |
| def answer\_question(question, context):  # Preprocess input question  question = question.lower()   # Check if the question matches any predefined question with some level of similarity  max\_similarity = 0  best\_match = None  for q in qa\_pairs.keys():  sim = similarity(question, q.lower())  if sim > max\_similarity:  max\_similarity = sim  best\_match = q   # If a match with sufficient similarity is found, return the corresponding answer  if max\_similarity >= 0.7: # Adjust the threshold as needed  return qa\_pairs[best\_match]  else:  # Tokenize inputs  input\_ids = tokenizer.encode(question, context)  token\_type\_ids = [0 if i <= input\_ids.index(102) else 1 for i in range(len(input\_ids))]  input\_ids = np.array([input\_ids])  token\_type\_ids = np.array([token\_type\_ids])   # Get model prediction  start\_scores, end\_scores = model.predict([input\_ids, token\_type\_ids])   # Find the tokens with the highest start and end scores  answer\_start = np.argmax(start\_scores)  answer\_end = np.argmax(end\_scores)   # Get the answer span  answer = tokenizer.convert\_tokens\_to\_string(tokenizer.convert\_ids\_to\_tokens(input\_ids[0][answer\_start:answer\_end+1]))   return answer |
|  |
| The answer\_question function now preprocesses the input question to lowercase before calculating its similarity with predefined questions.  It iterates through the predefined questions, calculates the similarity between the input question and each predefined question, and selects the best match based on similarity.  If the best match has a similarity score above a threshold (0.7 in this case), it returns the corresponding answer from the qa\_pairs dictionary.  If no sufficiently similar match is found, the function falls back to using BERT for question answering as before. |

**Added some rudimentary questions and answers**

"What should I do if my check engine light is on?": "If your check engine light is on, it could indicate a variety of issues. It's best to have your vehicle diagnosed by a professional mechanic to determine the specific problem.",  
"How often should I change my oil?": "The frequency of oil changes depends on your vehicle's make, model, and driving conditions. Typically, it's recommended to change your oil every 5,000 to 7,500 miles, but refer to your owner's manual for specific guidelines.",  
"What does it mean if my car is making a strange noise?": "Strange noises could indicate various problems with your vehicle, such as worn-out brakes, a faulty belt, or a problem with the transmission. It's important to have these noises inspected by a mechanic as soon as possible.",  
"How can I improve my car's fuel efficiency?": "To improve fuel efficiency, you can ensure proper tire inflation, regular maintenance, avoid aggressive driving, and reduce unnecessary weight in your vehicle.",  
"What should I do if my car is overheating?": "If your car is overheating, pull over to a safe location immediately and turn off the engine. Allow the engine to cool down before attempting to open the hood. Check the coolant level and radiator hoses for any leaks or damage. If you're unable to resolve the issue, seek assistance from a professional mechanic.",  
"What could be the cause if my car won't start?": "If your car won't start, it could be due to a dead battery, faulty starter motor, or issues with the ignition system. Check the battery connections, try jump-starting the vehicle, and ensure the key is in the correct position before seeking further assistance.",  
"Why is my steering wheel vibrating?": "Vibrations in the steering wheel could be caused by unbalanced tires, worn-out suspension components, or problems with the wheel bearings. Have your tires balanced and rotated regularly, and inspect the suspension system for any signs of wear or damage.",  
"What should I do if my brakes feel spongy?": "Spongy brakes could indicate air in the brake lines, low brake fluid levels, or worn-out brake pads. Check the brake fluid reservoir for proper levels and inspect the brake lines for any signs of leaks. Bleeding the brake system may also help remove any air bubbles.",  
"What does it mean if my car is pulling to one side?": "Pulling to one side could be caused by misaligned wheels, uneven tire pressure, or worn-out suspension components. Have your wheel alignment checked and ensure that tires are inflated to the recommended pressure. Inspect the suspension system for any signs of damage or wear.",  
"Why is my engine misfiring?": "Engine misfires could be caused by faulty spark plugs, a clogged fuel injector, or issues with the ignition system. Check the spark plugs for signs of wear and replace them if necessary. Inspect the fuel injectors for any obstructions and consider cleaning or replacing them if needed.",  
"What should I do if my transmission is slipping?": "A slipping transmission could indicate low transmission fluid levels, worn-out clutch plates, or issues with the transmission solenoid. Check the transmission fluid level and condition, and top it up if necessary. If the problem persists, have the transmission inspected by a professional mechanic.",  
"How do I know if my alternator is failing?": "Signs of a failing alternator include dimming headlights, a dead battery, or warning lights on the dashboard. Use a multimeter to test the alternator output voltage, and have it inspected by a mechanic if you suspect it's failing.",  
"Why is my exhaust emitting smoke?": "Smoke from the exhaust could indicate various issues, such as burning oil, coolant leaks, or a rich fuel mixture. Check the oil and coolant levels for any signs of contamination or leaks. If the smoke persists, have the exhaust system inspected by a professional mechanic.",  
"What should I do if my air conditioning is blowing hot air?": "Hot air from the air conditioning system could be caused by low refrigerant levels, a faulty compressor, or issues with the cooling fans. Check the refrigerant levels and ensure that the compressor is engaging properly. If the problem persists, have the air conditioning system inspected by a professional.",  
"Why is my car's suspension squeaking?": "Squeaking noises from the suspension could indicate worn-out bushings, damaged shock absorbers, or issues with the suspension mounts. Inspect the suspension components for any signs of wear or damage, and lubricate the bushings if necessary. If the squeaking persists, have the suspension system inspected by a professional mechanic.",  
"What should I do if my windshield wipers are streaking?": "Streaking windshield wipers could be caused by worn-out wiper blades, a dirty windshield, or issues with the wiper arms. Replace the wiper blades if they're worn or damaged, and clean the windshield thoroughly. If the streaking persists, inspect the wiper arms for any signs of damage or misalignment.",  
"How do I know if my wheel bearings are failing?": "Signs of failing wheel bearings include grinding or humming noises coming from the wheels, uneven tire wear, or excessive play in the wheels. Jack up the vehicle and check for any excessive play or roughness in the wheel bearings. If you suspect they're failing, have them replaced by a professional mechanic.",  
"What should I do if my car is stalling?": "Stalling could be caused by various issues, such as a faulty fuel pump, clogged fuel filter, or problems with the ignition system. Check the fuel pump and filter for proper operation and replace them if necessary. Inspect the ignition system components for any signs of wear or damage.",  
"Why is my car's airbag light on?": "An illuminated airbag light could indicate a problem with the airbag system, such as a faulty sensor or wiring issue. Have the airbag system inspected by a professional mechanic to diagnose the specific problem and ensure that the airbags are functioning properly.",  
"What should I do if my car is vibrating at high speeds?": "Vibrations at high speeds could be caused by unbalanced tires, a bent wheel, or problems with the suspension system. Have your tires balanced and rotated regularly, and inspect the wheels for any signs of damage or deformation. If the vibrations persist, have the suspension system inspected by a professional mechanic.",  
"How do I know if my catalytic converter is failing?": "Signs of a failing catalytic converter include reduced engine performance, sulfuric odors from the exhaust, or illuminated warning lights on the dashboard. Have the exhaust system inspected for any signs of damage or clogging, and replace the catalytic converter if necessary.",  
"What should I do if my power steering is making noise?": "Noises from the power steering system could indicate low power steering fluid levels, a worn-out power steering pump, or issues with the steering rack. Check the power steering fluid reservoir for proper levels and inspect the system for any signs of leaks. If the noise persists, have the power steering system inspected by a professional mechanic.",  
"Why is my car's battery draining quickly?": "A quickly draining battery could be caused by a faulty altern"

**Output**

**Custome**r: my suspensions are squeaking ?

**Chatbot**: Squeaking noises from the suspension could indicate worn-out bushings, damaged shock absorbers, or issues with the suspension mounts. Inspect the suspension components for any signs of wear or damage, and lubricate the bushings if necessary. If the squeaking persists, have the suspension system inspected by a professional mechanic.

**Changed The Premade model**

**From**

# Load pre-trained BERT model for question answering  
model = TFBertForQuestionAnswering.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad')  
  
# Load tokenizer  
tokenizer = BertTokenizer.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad')

**To**

model = TFBertForQuestionAnswering.from\_pretrained('bert-large-uncased')  
  
# Load tokenizer  
tokenizer = BertTokenizer.from\_pretrained('bert-large-uncased')

**THIRD ITTERATIONS**

**CSV File Loading**

import pandas as pd  
  
qa\_pairs = pd.read\_csv('vehicle\_dataset.csv').set\_index('Vehicle').T.to\_dict()

**Explanation**: The new approach uses pandas to directly read the CSV file into a DataFrame, which is then converted to a dictionary. This simplifies the code and handles the CSV parsing more efficiently.

**Answer Question Function**

def answer\_question(question):  
 # Preprocess input question  
 question = question.lower()  
  
 # Check if the question matches any predefined question with some level of similarity  
 max\_similarity = 0  
 best\_match = None  
 for q in qa\_pairs.keys():  
 sim = similarity(question, q)  
 if sim > max\_similarity:  
 max\_similarity = sim  
 best\_match = q  
  
 # If a match with sufficient similarity is found, construct and return the response  
 if max\_similarity >= 0.4:  
 vehicle\_data = qa\_pairs[best\_match]  
 part\_match = re.search(r'\b(oil filter|air filter|spark plugs|windshield wipers|brake pads|battery)\b', question)  
 if part\_match:  
 part = part\_match.group(1)  
 return f"The replacement {part} for {best\_match.title()} is {vehicle\_data[part]}. Here are the steps for installation: {vehicle\_data[f'{part} instructions']}"  
 elif 'toyota corolla 2018' in question and 'spark plug' in question:  
 return f"The replacement spark plugs for Toyota Corolla 2018 are {vehicle\_data['spark plug']}. Here are the steps for installation: {vehicle\_data['spark plug instructions']}"  
 else:  
 return "I'm sorry, I couldn't find an answer to your question."  
 else:  
 return "I'm sorry, I couldn't find an answer to your question."

**Explanation**: The new answer question function includes preprocessing of the input question, matching with predefined questions, and constructing the response based on the matched question. It uses regular expressions for pattern matching and constructs responses for specific parts or vehicle models.

**Fourth Iteration**

**Importing Libraries**

import csv  
from transformers import BertTokenizer, TFBertForQuestionAnswering  
import numpy as np  
from difflib import SequenceMatcher

**Explanation:**

csv: Used for reading and writing CSV files.

transformers.BertTokenizer and transformers.TFBertForQuestionAnswering: Used for BERT model and tokenizer.

numpy: Used for numerical operations.

difflib.SequenceMatcher: Used for comparing similarity between strings.

**Loading Pre-trained BERT Model and Tokenizer**

# Load pre-trained BERT model for question answering  
model = TFBertForQuestionAnswering.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad')  
  
# Load tokenizer  
tokenizer = BertTokenizer.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad')

**Explanation:**

TFBertForQuestionAnswering.from\_pretrained(): Loads a pre-trained BERT model for question answering.

BertTokenizer.from\_pretrained(): Loads a pre-trained BERT tokenizer.

**Function to Calculate Similarity Between Strings**

def similarity(a, b):  
 return SequenceMatcher(None, a, b).ratio()

**Explanation:**

SequenceMatcher: Compares two strings and returns a similarity ratio.

def read\_qa\_pairs\_from\_csv(csv\_file):  
 qa\_pairs = {}  
 with open(csv\_file, mode='r') as file:  
 csv\_reader = csv.reader(file)  
 for row in csv\_reader:  
 qa\_pairs[row[0]] = row[1]  
 return qa\_pairs

**Explanation:**

open(csv\_file, mode='r'): Opens the CSV file in read mode.

csv.reader(file): Creates a CSV reader object to read the file.

qa\_pairs[row[0]] = row[1]: Adds each question-answer pair to a dictionary.

**Function to Perform Question Answering**

def answer\_question(question, context, qa\_csv\_file):  
 # Load QA pairs from the CSV file  
 qa\_pairs = read\_qa\_pairs\_from\_csv(qa\_csv\_file)  
  
 # Preprocess input question  
 question = question.lower()  
  
 # Check if the question matches any predefined question with some level of similarity  
 max\_similarity = 0  
 best\_match = None  
 for q in qa\_pairs.keys():  
 sim = similarity(question, q.lower())  
 if sim > max\_similarity:  
 max\_similarity = sim  
 best\_match = q  
  
 # If a match with sufficient similarity is found, return the corresponding answer  
 if max\_similarity >= 0.7: # Adjust the threshold as needed  
 return qa\_pairs[best\_match]  
 else:  
 # Tokenize inputs  
 input\_ids = tokenizer.encode(question, context)  
 token\_type\_ids = [0 if i <= input\_ids.index(102) else 1 for i in range(len(input\_ids))]  
 input\_ids = np.array([input\_ids])  
 token\_type\_ids = np.array([token\_type\_ids])  
  
 # Get model prediction  
 start\_scores, end\_scores = model.predict([input\_ids, token\_type\_ids])  
  
 # Find the tokens with the highest start and end scores  
 answer\_start = np.argmax(start\_scores)  
 answer\_end = np.argmax(end\_scores)  
  
 # Get the answer span without the [CLS] token  
 answer = tokenizer.convert\_tokens\_to\_string(tokenizer.convert\_ids\_to\_tokens(input\_ids[0][answer\_start+1:answer\_end+1]))  
  
 return answer

**Explanation:**

read\_qa\_pairs\_from\_csv(qa\_csv\_file): Reads the question-answer pairs from the CSV file.

question.lower(): Converts the input question to lowercase for case-insensitive matching.

tokenizer.encode(question, context): Tokenizes the question and context using the BERT tokenizer.

model.predict([input\_ids, token\_type\_ids]): Makes a prediction using the BERT model.

tokenizer.convert\_ids\_to\_tokens(): Converts token IDs back to tokens.

The function returns the answer to the question.

**FIFTH ITTERATION**

**Importing Libraries:**

from flask import Flask, request, jsonify  
from flask\_cors import CORS # Import CORS from flask\_cors  
import csv  
from transformers import BertTokenizer, TFBertForQuestionAnswering  
import numpy as np  
from difflib import SequenceMatcher

Flask: A web framework for building web applications in Python.

request: Allows handling HTTP requests in Flask.

jsonify: Converts Python dictionaries to JSON format.

CORS: Cross-Origin Resource Sharing middleware for handling cross-origin requests.

csv: Library for reading and writing CSV files.

BertTokenizer and TFBertForQuestionAnswering: Components from the transformers library for using BERT models for question answering.

numpy: Library for numerical computations in Python.

SequenceMatcher: A class from the difflib module used to calculate string similarity.

Initializing Flask App and CORS:

python

app = Flask(\_\_name\_\_)  
CORS(app) # Apply CORS to your Flask app

**Creates a Flask application instance named app.**

Applies CORS (Cross-Origin Resource Sharing) to allow cross-origin requests.

Loading Pre-Trained BERT Model and Tokenizer:

python

# Load pre-trained BERT model for question answering  
model = TFBertForQuestionAnswering.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad')  
  
# Load tokenizer  
tokenizer = BertTokenizer.from\_pretrained('bert-large-uncased-whole-word-masking-finetuned-squad')

Loads a pre-trained BERT model for question answering (TFBertForQuestionAnswering) using the Hugging Face Transformers library.

Loads the corresponding tokenizer (BertTokenizer) for tokenizing input text.

**Similarity Function:**

python

def similarity(a, b):  
 return SequenceMatcher(None, a, b).ratio()

Defines a function similarity that calculates the similarity ratio between two strings using SequenceMatcher.

**Reading QA Pairs from CSV:**

python

def read\_qa\_pairs\_from\_csv(csv\_file):  
 qa\_pairs = {}  
 with open(csv\_file, mode='r', newline='') as file:  
 csv\_reader = csv.reader(file)  
 for row in csv\_reader:  
 if len(row) >= 2: # Check if the row has at least two elements (question and answer)  
 qa\_pairs[row[0]] = row[1]  
 return qa\_pairs

Defines a function read\_qa\_pairs\_from\_csv to read question-answer pairs from a CSV file and store them in a dictionary.

**Answering Question Function:**

python

def answer\_question(question, context, qa\_pairs):  
 # Preprocess input question  
 question = question.lower()  
  
 # Check if the question matches any predefined question with some level of similarity  
 max\_similarity = 0  
 best\_match = None  
 for q in qa\_pairs.keys():  
 sim = similarity(question, q.lower())  
 if sim > max\_similarity:  
 max\_similarity = sim  
 best\_match = q  
  
 # If a match with sufficient similarity is found, return the corresponding answer  
 if max\_similarity >= 0.7: # Adjust the threshold as needed  
 return qa\_pairs[best\_match]  
 else:  
 # Tokenize inputs  
 input\_ids = tokenizer.encode(question, context)  
 token\_type\_ids = [0 if i <= input\_ids.index(102) else 1 for i in range(len(input\_ids))]  
 input\_ids = np.array([input\_ids])  
 token\_type\_ids = np.array([token\_type\_ids])  
  
 # Get model prediction  
 start\_scores, end\_scores = model.predict([input\_ids, token\_type\_ids])  
  
 # Find the tokens with the highest start and end scores  
 answer\_start = np.argmax(start\_scores)  
 answer\_end = np.argmax(end\_scores)  
  
 # Get the answer span without the [CLS] token  
 answer = tokenizer.convert\_tokens\_to\_string(tokenizer.convert\_ids\_to\_tokens(input\_ids[0][answer\_start+1:answer\_end+1]))  
  
 return answer

Defines a function answer\_question to answer a given question using either the pre-defined QA pairs or the BERT model, depending on the similarity of the question to the predefined questions.

**Flask Route for Handling POST Requests:**

python

app.route('/ask', methods=['POST'])  
def ask():  
 if request.method == 'POST':  
 data = request.get\_json()  
 question = data.get('question')  
 context = "Car diagnostics context here..." # Provide relevant car diagnostics information here  
 qa\_csv\_file = 'dataset.csv'  
 qa\_pairs = read\_qa\_pairs\_from\_csv(qa\_csv\_file)  
 answer = answer\_question(question, context, qa\_pairs)  
 return jsonify({'answer': answer})  
 else:  
 return jsonify({'error': 'Method not allowed'}), 405

Creates a Flask route /ask that accepts POST requests.

Retrieves the question from the JSON data sent in the POST request.

Defines the context for answering questions (you'll need to provide relevant information here).

Reads QA pairs from a CSV file using read\_qa\_pairs\_from\_csv.

Calls answer\_question to get the answer and returns it as JSON.

**Running the Flask App:**

python

if \_\_name\_\_ == '\_\_main\_\_':  
 app.run(port=5000)

Runs the Flask application on port 5000 when the script is executed directly.

This code sets up a Flask API for handling questions about car diagnostics. It uses a CSV file (dataset.csv) containing predefined question-answer pairs and a BERT model for question answering. When a question is posted to the /ask endpoint, the API returns the answer based on the pre-defined QA pairs or the BERT model's prediction.

**Model Evaluation :**

Model: bert-base-uncased  
BERTScore Precision: 0.8372  
BERTScore Recall: 0.8939  
BERTScore F1 score: 0.8646

Model: bert-large-uncased  
BERTScore Precision: 0.8526  
BERTScore Recall: 0.9306  
BERTScore F1 score: 0.8899

Model: bert-base-cased  
BERTScore Precision: 0.9410  
BERTScore Recall: 0.9467  
BERTScore F1 score: 0.9438

Model: bert-large-cased  
BERTScore Precision: 0.7528  
BERTScore Recall: 0.7779  
BERTScore F1 score: 0.7651

Model: bert-base-multilingual-uncased  
BERTScore Precision: 0.8055  
BERTScore Recall: 0.8215  
BERTScore F1 score: 0.8134  
  
Model: bert-base-multilingual-cased  
BERTScore Precision: 0.8754  
BERTScore Recall: 0.9460  
BERTScore F1 score: 0.9094

Model: bert-large-uncased-whole-word-masking-finetuned-squad  
BERTScore Precision: 0.7814  
BERTScore Recall: 0.7884  
BERTScore F1 score: 0.7849

**![A graph with blue bars

Description automatically generated with medium confidence](data:image/png;base64,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)**

Based on the BERTScore evaluation results for the pre-trained BERT models, the most suitable model depends on the specific criteria you prioritize. Here is a summary of the findings:

BERT-base-cased:

BERTScore Precision: 0.9410

BERTScore Recall: 0.9467

BERTScore F1 score: 0.9438

This model stands out with the highest BERTScore F1 score among the models listed. It achieves a good balance between precision and recall, indicating robust performance in a question-answering task.

However, it's essential to consider other factors such as model size, computational resources required for inference, and the specific nature of your application. For instance, larger models like BERT-large-uncased may offer slightly better recall but come with increased computational demands.

Therefore, the best-suited BERT model depends on your project's requirements, including performance metrics, computational constraints, and the specific tasks the model needs to excel in.

**Objectives and Goals of Testing:**

The objectives and goals of testing for the chatbot project are:

The objectives and goals of testing for the chatbot project are multifaceted. Firstly, the testing aims to ensure that the chatbot provides accurate recommendations and retrieves information correctly regarding vehicle spare parts, enhancing user experience and utility. Secondly, it focuses on validating the correctness and clarity of application instructions, ensuring users receive clear and accurate guidance on tasks like part replacement. Thirdly, the testing verifies the accuracy of answers and knowledge delivery for general queries, maintaining the chatbot's reliability as an information source. Lastly, the testing evaluates the performance, scalability, and security of the chatbot system, ensuring it can handle varying loads, maintain responsiveness, and protect user data effectively.

**Testing Criteria:**

**Accuracy of Spare Part Recommendations and Application Instructions**

The chatbot is designed to provide accurate recommendations for vehicle spare parts and clear instructions for their application. To ensure accuracy, the chatbot leverages a pre-trained BERT model for natural language understanding and retrieval of relevant information from a dataset containing spare part details and application instructions. The accuracy of spare part recommendations and application instructions is evaluated based on the following criteria:

* Matching recommended spare parts with user queries.
* Providing correct and detailed application instructions for recommended parts.

**Precision in Answering General Knowledge Queries**

In addition to spare part recommendations, the chatbot is capable of answering general knowledge queries related to vehicles, maintenance procedures, and automotive industry topics. Precision in answering these queries is crucial for providing reliable information to users. The chatbot's precision is evaluated based on:

* Correctness and relevance of answers to general knowledge queries.
* Clarity and conciseness of explanations provided.

**Response Time and Performance Metrics During Peak Usage**

During peak usage periods, the chatbot's response time and overall performance are critical factors. The chatbot's response time is measured from the moment a user query is received to the delivery of the response. Performance metrics include:

* Average response time under normal and peak loads.
* Concurrent user handling capacity without degradation in response time.
* System resource utilization (CPU, memory) during peak usage.

**Scalability to Handle Increasing User Load Without Degradation**

Scalability is essential for ensuring that the chatbot can handle an increasing number of users without compromising performance or response time. The chatbot's scalability is assessed based on:

* Ability to scale horizontally (adding more servers) or vertically (increasing server capacity) to meet demand.
* Load balancing mechanisms to distribute user queries effectively across servers.
* Performance testing under simulated high-traffic scenarios to validate scalability.

**Security Protocols for Data Privacy and Protection Against Malicious Inputs**

To safeguard user data and prevent malicious inputs, the chatbot implements robust security protocols. These protocols include:

* **Encryption of Sensitive Data**
  + Sensitive data, such as user information and communication, is encrypted using industry-standard encryption protocols during both transmission and storage. This ensures that data remains secure and protected from unauthorized access or interception.
* **Input Validation for Malicious Inputs**
  + The chatbot employs robust input validation techniques to detect and mitigate malicious inputs, including common vulnerabilities like SQL injection and cross-site scripting (XSS). By validating user inputs at various levels, the system prevents potential security breaches and data manipulation attempts.
* **Access Controls and Authentication Mechanisms**
  + Access to the chatbot system is strictly controlled through comprehensive access controls and authentication mechanisms. Only authorized users with valid credentials can interact with the system, reducing the risk of unauthorized access and ensuring data privacy.
* **Regular Security Audits and Updates**
  + The chatbot project undergoes regular security audits and updates to proactively address emerging threats and vulnerabilities. This includes reviewing system configurations, applying security patches, and implementing best practices to enhance overall security posture and resilience against cyber threats.

**Functional Testing:**

Functional testing ensures that the chatbot meets its intended functional requirements. This includes:

* **Testing Spare Part Recommendation Accuracy**
  + The accuracy of spare part recommendations is tested by evaluating the chatbot's ability to match user queries with the correct spare parts from the dataset. This involves inputting various queries related to vehicle parts and assessing whether the chatbot recommends the appropriate parts based on the query context.
* **Verifying Correctness of Application Instructions**
  + Application instructions provided by the chatbot are verified for correctness by comparing them against established guidelines or manuals. Test cases are designed to cover different scenarios, ensuring that the instructions accurately reflect the recommended procedures for installing or using the recommended spare parts.
* **Validating General Knowledge Responses**
  + General knowledge responses are validated by posing queries on automotive topics or maintenance procedures and evaluating the accuracy and relevance of the chatbot's answers. This validation process includes assessing the clarity and completeness of the information provided in response to diverse queries.
* **Ensuring Seamless Conversation Flows**
  + The chatbot's conversation flows are tested to ensure smooth transitions between user queries and responses. This involves testing the chatbot's ability to handle follow-up questions, clarify user intents, and maintain context throughout the conversation. The goal is to provide users with a seamless and intuitive conversational experience.

**Module and Integration Testing:**

Module and integration testing focus on testing individual components and their integration within the chatbot system. This includes:

* Testing individual recommendation algorithms for spare parts.
* Validating the accuracy of knowledge retrieval modules.
* Ensuring smooth integration of various modules for coherent responses.

**Accuracy Testing:**

* Checking the accuracy of spare part recommendations and application instructions.
* Verifying the correctness of general knowledge responses.

**Performance Testing:**

* Assessing response times and system performance under varying loads.
* Testing scalability to handle increasing user traffic.

**Load Balance and Scalability:**

Testing the system's ability to balance loads and scale resources as needed.

Evaluating performance during peak usage periods.

Security Testing:

Checking for vulnerabilities and ensuring data privacy and protection.

Testing input validation and handling of malicious inputs.

**Limitations of the Testing Process:**

* Testing may not cover all possible user scenarios.
* Real-world user interactions may vary from test scenarios.
* Limitations in testing scalability to extreme load conditions.